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1. Introduction

Data integration consists in providing a uniform view of a set of heterogeneous data sources. This allows users to define their queries without any knowledge on the heterogeneous sources. Data integration systems use the mediation architecture to provide integrated access to multiple data sources. A mediator is a software device that supports a mediation schema which captures user requirements, and a set of mappings between the mediation schema and the distributed sources. Mediation systems [20] can be classified according to the approach used to define the mappings between the data sources and the global schema [12,23]. The first approach is called global-as-view (GAV) and requires that each object of the global schema be expressed as a view (i.e. a query) on the data sources [6]. In the other approach, called local-as-view (LAV), mediation mappings are defined in an opposite way; each object in a given source is defined as a view on the global schema [11]. Both approaches allow to transform user queries, defined over the mediation schema, into subqueries defined over data sources. The transformation process is called a rewriting process and is done differently, depending on the approach used.

The main strengths and drawbacks pointed to each approach are the followings: the GAV approach is more natural and more simple to implement but not very flexible in evolving systems; each time a change occurs at a source definition, one has to scan all the mediation queries to check whether this change should be propagated or not. The LAV approach is very flexible as any change at the source level is reduced to the reformulation of one query or only the queries related to this source, but the rewriting process is very complex.

We focus on the GAV approach and address a set of problems such as: (i) how to generate the views defining the mediation schema, (ii) how to integrate data cleaning in the view expressions, (iii) how to maintain mediation schema and mediation queries when user requirement or data sources change. The following sections summa-
izes the main research related to these problems and give an overview of our contributions to these problems.

2. Generation of Mediation Queries in the GAV Approach

The definition of mediation queries is a difficult manual task in the context of large scalable systems, regarding the amount of metadata necessary to explore before determining the queries. To help a designer during this process, we have proposed an approach for query discovery in a mediation system, following a global as view approach. In [10], we have proposed an approach which provides a support to discover view expressions over a set of heterogeneous sources. The proposed algorithm defines a solution space which provides the set of potential queries corresponding to an element of the mediation schema. Some heuristics and interaction with the mediation schema designer can be used to select the desired query. The approach assumes that all metadata describing the mediation schema and source schemas exist. Each schema is defined as a relational schema with its keys, foreign keys and functional dependencies. Equivalent concepts between data sources and the mediation schema are represented by integration assertions as usually done in schema integration methodologies [23].

The general approach is based on the definition of a set of mapping relations and transition relations. Given a relation \( V \) of the mediation schema, a mapping relation \( M_i \) is intuitively defined as a projection of a single source relation \( S_i \) on its keys and on the attributes appearing both in \( V \) and \( S_i \). A transition relation \( T_j \) is intuitively defined as a projection of a source relation which allows a join between two mapping relations.

Given a set of mapping relations and transition relations, it becomes possible to explore all possible operations between these relations. For each pair of mapping/transition relations, the union operation is possible if the two relations have the same schema, the join operation is possible if the two relations have not the same schemas but have the same keys or are related by foreign keys. These operators form an operation graph from which potential queries can be enumerated.

The following steps sketch the process of discovering queries which define a view.

1. Selection of relevant sources which potentially allow to compute a given view: this step use the correspondence assertions between the mediation schema and the source schemas, particularly terminology assertions which define equivalent concepts. Each source which contains one or several attributes of the mediation view is considered as a relevant source.

2. Definition of the mapping relations and transition relations for a given mediation view. Mapping relations are derived as projections of relevant sources. Transition relations are defined if there is no direct way to join mapping relations. Transition relations are defined by following referential constraints paths within the same source or by matching keys between different sources.

3. Identification of possible relational operators to apply to a source or between different sources (more precisely to a mapping relation or between mapping or transi-
4. Selection of relevant queries: Each path in the previous graph which includes all attributes of the view \( V \) is a potential query which defines \( V \). But all potential queries are not necessarily relevant with respect to the semantics of the view. Some rules based on functional dependencies eliminate solutions which do not guarantee the satisfaction of these functional dependencies. Other heuristics such as quality factors defined on the sources can also be used to eliminate queries which do not correspond to the desired semantics.

Although the query generation process exploits metadata to deal with schemas heterogeneity, it does not consider the heterogeneity between source data. Consequently, the generated queries are considered just as abstract queries; they cannot be evaluated without including data transformations. This is the second issue which is addressed in the next section.

3. Cleaning Data through Mediation Queries

Data transformation and data cleaning is a process of reconciling heterogeneous data before integrating it or before delivering it to the final user. Data cleaning can be addressed in different ways depending on the access mode to the data sources. If the source data is accessed once for all or loaded periodically, the cleaning process is done by ad hoc procedures and is called **episodic cleaning**. If the source data is accessed for each user query in the context of mediation system, then the cleaning is called **intensive cleaning** and data transformations are integrated within mediation queries. We are interested in the second case and we aim to extend the previous query generation process with data transformations. Before summarizing our approach, let us have a brief look to the related work done in data cleaning. We can roughly distinguish three categories of contributions:

- **The definition of specific data transformations** devoted to numerical data conversion [7] or to the semantic equivalence of concepts or objects [9,15]. Depending on the type of transformation, some can be used in both approaches of episodic and intensive cleaning.

- **The definition of cleaning patterns**: patterns of queries or building blocks are defined as generic programs which can be instantiated for each specific domain and organized into a unique cleaning program which is executed on the data sources [8]. Interactive tools are proposed to help in the usage and execution of these building blocks [16,18]. These tools are very well suited to episodic cleaning but not applicable for intensive cleaning.

- **The definition of a conceptual language** which incorporates both querying facilities and data transformations. [5] have proposed the concept of *adorned queries* defined in description logic. Adornments allow to invoke external programs to convert or match heterogeneous data. The approach is defined within the local as view framework and applies to intensive data cleaning.
Our approach follows the third category but is defined within the GAV approach. Our aim is to extend the generation process of the mediation queries with data transformations. This extension is done in three stages:

- **First**, we extend the classical relational operators with mapping functions. These functions apply to tuples and transform their attribute values. This is already possible in Oracle with the usage of external functions within queries.
- **Second**, we replace the regular exact matching of select and join operators by an approximate matching. This can be done by using external approximate filtering functions as in Oracle or by redefining these operators as done in many query languages allowing approximate queries. This extension is particularly important when none of the values in source relations is a reference value, so that there exist a mapping function which transforms one value into another.
- **Third**, similarly to [8], we define new operators which realize 1-N or N-1 mappings: they allow respectively to explode a tuple into several tuples and to merge several tuples into one tuple. The operator allows to change the semantics of a table by changing one of its attributes, and the second operator to eliminate duplicates.

We see three advantages using this approach: (i) it allows a clear understanding of cleaning operations by giving a logical view which specifies explicitly and declaratively what kind of cleaning is done on source data, (ii) it is incremental as it extends in a natural way the relational algebra and can be extended again if new cleaning operators are necessary, (iii) given the queries at the logical level, it becomes easy to generate the corresponding SQL queries.

Given these extensions, the mediation query generation algorithm can be reformulated by incorporating mapping functions in the definition of mapping relations and by using the new operators concurrently with other relational operators depending on the heterogeneity of source data.

### 4. Evolution of Mediation Queries

One of the main challenges in data integration systems is to maintain the global schema consistent with the user requirements evolution and to maintain the mediation queries consistent both with the global schema evolution and with source evolution. The evolution of the mediation schema is in many aspects similar to the schema evolution problem in traditional databases; hence the novel and complex problem of evolution in mediation systems is the evolution of the mediation queries, especially in the GAV approach where mediated queries are very sensitive to changes in source description. The problem addressed in this paper can be stated as follows: given a change event occurring at the source level, how to propagate this change into the mediation queries.

Mainly two kinds of evolution have to be dealt with in a mediation-based system: the evolution of the user needs, and the evolution of the data sources:

- **The evolution of the user needs may consist in adding, removing or modifying a user requirement.** These changes impact the mediation schema by adding, modi-
fying or deleting a mediated relation. Each change raised in the mediation schema may impact the mediation queries. If the change can be reflected in these queries (that is the current data sources still permit the computation of the new relation), the change on the mediation schema is committed, otherwise the change operation is rejected.

- If a change occurs in a source schema, it has to be propagated to the mediation level. The propagation may either modifies the mediation schema or the mediation queries. The mediation schema is modified if, for example, a relation in a global schema may no longer be computable when the source relations used in its mediation query are removed. The mediation queries are modified if the source relations on which they were defined are modified or when a new source relation is added or deleted.

We focus on the change which impacts the mediation queries and we propose to use the previous generation process of mediation queries to maintain their evolution. We assume that each mediation query is documented by the mapping relations and the transition relations which have been used to generate it during the design phase. Given a change operation at the source level (add a new source, delete an existing source, modify the definition of an existing source, etc.), a set of propagation rules are defined on the mapping relations and the transition relations to reflect the change occurred at the source level. This propagation may result in adding a new mapping/transition relation, deleting a mapping/transition relation, or updating their schemas. Then, the process of generating mediation queries is started again. Depending on the change reflected in the mapping and transition relations, the process may generate new mediation queries or ends by flagging the mediation relations which cannot be computed from the sources, i.e., the user requirements captured in the mediation schema cannot be satisfied.

As sketched before, change propagation occurred at the source level may result in changing mediation queries, changing mediation schema if some of its elements is not computable from the sources, and consequently disabling all existing user queries which cannot be evaluated over these elements. After another cycle of changing, some of these queries may become active as the corresponding mediation queries have been generated again. One interesting aspect to investigate in the future work is the impact of the propagation rules on the general quality of the system. Some quality factors could be defined and evaluated to determine if a given propagation rule increases or decreases the level of quality of the system.

5. Concluding Remarks

Mediation systems are powerful infrastructures which allow to interoperate with several autonomous, distributed and heterogeneous data sources. Most of the effort has been done in query processing through mediation schemas. Handling heterogeneity and evolution remain challenging problems whose complexity increases dramatically with XML and other semi-structured or non-structured data. However, without substantial effort done in this direction, important applications based on heterogeneous
and evolving data sources, such as data warehousing, internet portals and other federated databases, cannot become a reality for their users.
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